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**DataScience ToolBox Design**

*DataSet*

![](data:image/png;base64,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)

The DataSet class is meant to serve as a means of handling all different types of datasets. Irrespective of the type of dataset, this class provides the functionality to load the data into a usable dataframe, clean the data, with appropriate options to fill missing values with the mean, median, or mode, and explore the data through different types of charts suited to each dataset type. The different dataset types with functionality are TimeSeries, Text, Quantitative, and Qualitative. Additionally, this class also provides the ability to perform these operations on multiple different datasets and dataset types at once through the HeterogeneousData subclass.

*ClassifierAlgorithm*

![](data:image/png;base64,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)

The ClassifierAlgorithm Class provides functionality for a simpleKNN and DecisionTree classifier. These algorithms are meant to be used to predict labels in a test dataset based on a labeled train dataset. The simpleKNN classifier runs in BigO(n) time to make predictions for each test point, while the DecisionTree classifier can make predictions in constant time.

*Experiment*

The Experiment class is the most results oriented class in the toolkit. It is the class that is used to analyze the effectiveness of algorithms. Within the class there is functionality to run cross validation for each algorithm, score each algorithm with an overall accuracy result, display a confusion matrix, and create a ROC curve to show the tradeoff between false positive rates and true positive rates (the cost of tuning the algorithm to identify all positives).

**SimpleKNNClassifier**

*Summary*

The SimpleKNNClassifier algorithm is quite simple. It relies on the idea that rows near each other share similar properties, and in this specific case, share similar labels. As a result, the algorithm’s goal is to find the K rows (K is a user defined input) nearest to the test row of interest. Once these are isolated, the labels of these rows are examined and used to make a prediction; the most common label occurring in the k nearest neighbors is used as the predicted label for the test row.

*Pseudo Code*

*Train Method*

*Inputs- train data and labels*

1. TrainData, TrainLabels assigned to member attributes
2. Assign unique classes to member attribute

*Test Method*

*Inputs – test data and associated labels*

*Outputs – List of predicted labels, stored as dictionaries*

1. Predicted\_Labels ← [ ]
2. For each row in the test data:
   1. Row ← row
   2. Neighbors ← [ ]
   3. For each row in the train set
      1. Append tuple of the form (train [row] , euclidean distance )
   4. Neighbors ← [Neighbors sorted by euclidean distance, ascending ] [:3]

##Take first k entries

* 1. Prediction ← {}
  2. For each unique neighbor in Neighbors
     1. Prop ← Instances of unique neighbor in Neighbors/Number of neighbors
     2. Prediction[ unique neighbor ] ← Prop
     3. Append Prediction to Predicted\_Labels

*Time Complexity for Test Method:*

BigO(nlogn) c=m \* z (size of the test data), n0=20

With respect to time complexity, the SimpleKNNClassifier is BigO(nlogn) meaning that the time it takes to run is dependent on the size of the input in a quasi – linear fashion, but it really is more exponential because the coefficient for this particular method is m\*z, the number of columns in the dataset \* the size of the test data. The time complexity is due to the fact that for every test row, the algorithm makes use of every training row, with all of its columns, to calculate the euclidean distance. All other elements of the algorithm are simple sorting procedures which are completed in nlogn time.

**DecisionTreeClassifier**

*Summary*

The DecisionTreeClassifier creates a decision tree in the train method and predicts test rows in the test method for quantitative data. The structure of the decision tree is such that the train indices at each node are held as the key, the payload is the train labels associated with the indices. Each node also holds an attribute called decision which holds a dictionary containing either the split criteria at the node, or if a terminal node, a dictionary holding the classes present at that node and their associated proportions. Splits are determined by iterating over each column and each value of that column to find the split that produces the lowest gini impurity index score. The split that satisfies this is then stored at the decision attribute of the node and the process is then repeated recursively for both the left and right child nodes until the tree reaches max\_depth or min\_size limitations.

*Pseudo Code:*

*Train Method*

Inputs-train data and train labels

Outputs – Decision Tree

1. Assign test data and test labels to member attributes
2. Assign unique classes in the data to member attribute
3. Initialize Tree using a Tree class (Supports a tree structure and node attributes) with indices as the key and labels as the payload
4. Assign root node
5. Build a tree with user defined max\_depth and min\_size arguments
   1. Get the best split for the root node
   2. Call a recursive split function that checks to make sure max\_depth and min\_size parameters are not violated.
      1. Store the split in the decision attribute of the node
      2. If not violated, initialize a left child with the indices that are less then the split value and then split that node and repeat.
      3. Do the same for the right child node
   3. When depth and size parameters are violated, replace the decision attribute with a dictionary containing the labels and proportions represented in that node

*Test Method*

Inputs *–* test data and associated labels

Outputs – List of predicted labels, stored as dictionaries

1. Predicted\_Labels=[]
2. For each row in the test data:
   1. Navigate the tree starting at the root and check if the value in the row at the column stored in the node (in the decision attribute) is less than the split value or not
   2. If less and the left child node is not a terminal node, recurse
      1. If it is a terminal node, return the dictionary holding class proportions
   3. Repeat step b for right child node if the value is greater
   4. Append terminal node result to Predicted\_Labels

*Time Complexity for Train Method:*

Big O(n^2) c=m n0=200

With respect to time complexity, the DecisionTreeClassifier is BigO(n^2). It is also dependent on m, the number of columns in the data. The time complexity is n^2 due to the fact that to build the tree, all of the rows and columns in the node must be examined to find the best split. For the root node this is n\*m and for all other nodes it sums to n\*m. This is because at each level the data points in each node are ½ as many as in the parent node, however because the splitting has to be performed for all nodes, each level ends up iterating through all of the data points again. As a result, building the tree is relatively time consuming, but the payoff is found in the test method.

*Time Complexity for Test Method:*

Big O(n, n=test set size): c=8 n0=3

The time complexity of the test method is linear with respect to the size of the test input. For each test data point, a constant number of operations is performed and the result returned. Thus, predicting a test label using the tree is exceedingly efficient.

**ROC**

*Summary*

The ROC curve algorithm creates a ROC curve for each classifier displaying the performance at all classification thresholds. If it is a 2 class problem, one curve is plotted for each classifier, if a multi-class problem, then one curve for each label is plotted treating all other classes as negative points. The algorithm works by taking two lists, the actual labels and predicted labels. The lists are sorted in a decreasing order based on the likelihood of the instance being positive. Then, for every distinct likelihood, the number of positive and negative instances are calculated creating a true positive rate and false positive rate pairing for every distinct cutoff. The resulting curve travels from (0,0) to (1,1) with a path dependent on the accuracy of the classifier. The greater the area under the ROC curve (AUC), the better the classifier. A random classifier would create a line of the form y = x.

*Pseudo Code*

Inputs – List of Likelihoods (probability that the test row belongs to the positive class) and true

labels

Outputs – ROC Points in the form of (FPR,TPR)

1. Predictions ← List of likelihood scores in decreasing order
2. Labels ← Sorted by same index as Predictions
3. R ← [ ] – will store tuples of ROC points (TPR,FPR)
4. FP,TP ← 0
5. P ← Number of instances of the positive class in the true labels
6. N ← Number of negative instances in the true labels
7. Previous ← any number less than 0
8. For each instance in the Predictions List:
   1. If Predictions[ i ] /= Previous or i == len(Labels) -1
      1. FPR ← FP/N
      2. TPR ← TP/P
      3. Append (FPR,TPR) to R
      4. Previous ← Predictions[ i ]
   2. If Labels[ i ] is positive
      1. TP += 1
   3. Else
      1. FP +=1

*Time Complexity for ROC Method:*

BigO(nlogn)

With respect to time complexity, the ROC method is BigO(n) where n is the number of test labels. Determining the ROC points for every cutoff is done in a constant number of steps, most of which result from getting the information organized into the form necessary to run this algorithm. Another element to consider is the sorting method used to sort the likelihoods in descending order. Many, such as merge sort and quick sort will complete this procedure in logn time.